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# การเตรียมข้อมูล

## **คำอธิบายข้อมูล**

ข้อมูลไฟล์ wdbc.data เป็นข้อมูล Wisconsin Diagnostic Breast Cancer จาก UCI Machine learning Repository) โดยที่ data set นี้ มี 2 classes และ 30 features ซึ่งในแต่ละ sample จะมีทั้งหมด 32 ค่า

โดยผู้จัดทำได้ทำการเตรียมข้อมูลเนื่องจากข้อมูลอินพุตจะประกอบไปด้วย 30 features โดยผู้จัดทำได้ทำการ Min-max normalization ให้อยู่ในช่วง (0,1] และเนื่องจากข้อมูลแบ่งเป็น 2 classes คือ M และ B ซึ่งผู้จัดทำได้ทำการเอาต์พุตของระบบให้อยู่รูปแบบตัวเลขจำนวนเต็ม โดยให้ M มีค่าคือ 1 และ B มีค่าคือ 0

# กระบวนการทำงานขั้นตอนวิธีเชิงพันธุกรรม

## **ภาพรวมของระบบ**

![Flow chart of binary genetic algorithm](data:image/png;base64,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)

**รูปที่ 1** แผนผังการทำงานของระบบ

## **การทำงานของระบบ**

## สำหรับการทำงานของระบบนั้น แบ่งขั้นตอนการทำงานทั้งหมดเป็น 6 ขั้นตอน ดังนี้

1. กำหนดจำนวนประชากรของโครโมโซม(N)ในแต่ละเจนเนอเรชั่น(Generation) และจำนวนเจนเนอเรชั่นทั้งหมด(t\_max)
2. ประเมิน(Evaluate) แต่ละโครโมโซม โดยจะจำโครโมโซมที่มีค่าความเหมาะสม(Fitness value) ที่ดีที่สุดไว้
3. ทำการคัดเลือก(Selection) โดยใช้วิธีการ การเลือกอันดับเชิงเส้น(Linear ranks selection) ซึ่งใช้ Stochastic universal sampling ในการเลือกโครโมโซมเมื่อเรียงอันดับแล้ว ซึ่งผลลัพธ์ที่ได้จากการคัดเลือกจะถูกส่งไปยัง บ่อผสมพันธุ์(Mating pool)
4. นำโครโมโซมจาก บ่อผสมพันธุ์(Mating pool) มาทำการครอสโอเวอร์(Crossover) โดยจำนวนครั้งในการครอสโอเวอร์ หรือจำนวนลูกที่จะได้นั้นจะอยู่ที่ 80-100% ของจำนวนประชากรทั้งหมดของโครโมโซมที่กำหนดใน ข้อ 1. ซึ่งหากจำนวนลูกที่ได้ไม่ครบตามจำนวนที่กำหนด จะทำการสุ่มเติมจำนวนลูกให้ครบด้วยโครโมโซมที่อยู่ใน บ่อผสมพันธุ์(Mating pool)
5. นำโครโมโซมลูกที่ได้จากข้อ 4. มาสุ่มการเกิดการกลายพันธุ์(Mutation) โดยทำการสุ่มการกลายพันธุ์ในแต่ละโครโมโซมโดยแต่ละ Neural node มีโอกาสที่จะเกิดการกลายพันธุ์(Mutation) อยู่ที่ 25% โดยสุ่มค่าให้อยู่ในช่วง ~U(-1,1) โดยหลักการการครอสโอเวอร์(Crossover) และการกลายพันธุ์(Mutation) นั้นจะอ้างอิงงานวิจัยของ David J. Montana and Lawrence Davis 1989
6. ผลลัพธ์โรมโมโซมที่เกิดการกลายพันธุ์จาก ข้อ 5. จะถูกตั้งค่าให้เป็นชุดของประชากรโครโมโซมในรุ่นถัดไป

# การทดลอง

ในแต่ละการทดลองผู้จัดทำได้ทำการปรับเปลี่ยนจำนวน Hidden layers และ จำนวน Nodes โดยผู้จัดทำทำการทดลองทั้งหมด 4 โครงสร้าง แต่ละโครงสร้างได้ทำการสุ่ม weight หรือ gene อยู่ช่วงของ ~U(-2,2) ,จำนวนประชากรในแต่ละรุ่นให้มีค่าเท่ากับ 100 ,จำนวนรุ่นที่จะทำการฝึกสอนมีค่าเท่ากับ 1000 และ ฟังก์ชันวัตถุประสงค์(Objective function) ใช้ Mean square error(MSE) ในการหาค่าความเหมาะสม(Fitness value) ดังตางรางที่ 1

**ตารางที่ 1** แสดงพารามิเตอร์ในแต่ละโครงสร้าง

|  |  |
| --- | --- |
| **พารามิเตอร์** | **จำนวน** |
| Neural weights (genes) | ~U (-2,2) |
| Number of populations | 100 |
| Number of generations | 1000 |
| Objective function |  |

โดยโครงสร้างของนิวรอลเน็ตเวิร์ค(Neural network) ในแต่ละการทำปรับเปรี่ยนแบบสุ่ม โดยวิธีการฝึกสอนได้ใช้ 10-folds cross-validation และได้สุ่มโครงสร้างดังตารางที่ 2

**ตารางที่ 2** โครงสร้างนิวรอลเน็ตเวิร์คของแต่ละการทดลอง

|  |  |
| --- | --- |
| **การทดลอง** | **โครงสร้าง** |
| 1 | 30-25-15-5-2-1 |
| 2 | 30-30-18-9-4-2-1 |
| 3 | 30-40-50-30-20-5-1 |
| 4 | 30-10-5-5-3-1 |

โดยผลการทดลองจะสรุปผลในรูปแบบดังนี้

1. กราฟที่การเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการฝึกสอนของแต่ละ folds
2. กราฟที่การเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการทดสอบของแต่ละ folds
3. กราฟการเปลี่ยนแปลงโครโมโซมที่ดีที่สุดของแต่ละ folds
4. แผนภูมิแท่งที่ที่จะแสดงผลลัพธ์เปอร์เซ็นต์ความถูกต้องโดยเฉลี่ยของทั้ง 10 folds

## **การเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการฝึกสอนของแต่ละ folds**

กราฟจะแสดงแนวโน้มการเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการฝึกสอนในแต่ละ folds ซึ่งเป็นการหาค่าเฉลี่ยของทุกโครโมโซมในรุ่นนั้นๆ โดย 1 fold จะหมายถึงการฝึกสอน 100 รุ่น

**รูปที่ 2** กราฟแสดงแนวโน้มค่า MSE ของการฝึกสอน

จากกราฟจะเห็นได้ว่าค่าเฉลี่ยในการฝึกสอนของการดโครงสร้างที่ 1 และโครงสร้างที่ 4 แนวโน้มของการค่า MSE ที่ลดลงที่มากกว่าโครงสร้างอื่นๆ โดยในช่วงต้นๆ ของ folds การฝึกสอนของโครงสร้างที่ 4 มีแนวโน้มค่า MSE มากที่สุด แต่ตั้งแต่ fold ที่ 6 เป็นต้นไปพบว่า แนวโน้มค่า MSE ลดลงอย่างฉับพลันอย่างเห็นได้ชัด และจากโครงสร้างที่ 3 พบว่ามีผลลัพธ์ที่แย่ที่สุดในแต่ละโครงสร้าง

## **การเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการทดสอบของแต่ละ folds**

กราฟจะแสดงแนวโน้มการเปลี่ยนแปลงค่า MSE โดยเฉลี่ยการทดสอบในแต่ละ folds ซึ่งเป็นการหาค่าเฉลี่ยของทุกโครโมโซมในรุ่นนั้นๆ โดย 1 fold จะหมายถึงการฝึกสอน 100 รุ่น

**รูปที่ 3** กราฟแสดงแนวโน้มค่า MSE ของการฝึกสอน

จากกราฟจะเห็นได้ว่าค่าเฉลี่ยในการทดสอบของโครงสร้างที่ 1 และโครงสร้างที่ 4 แนวโน้มของการค่า MSE ที่ลดลงที่มากกว่าโครงสร้างอื่นๆ โดยในช่วงต้นๆ ของ folds   
การทดสอบของโครงสร้างที่ 4 มีแนวโน้มค่า MSE มากที่สุด แต่ตั้งแต่ fold ที่ 5 เป็นต้นไปพบว่า แนวโน้มค่า MSE ลดลงอย่างฉับพลันอย่างเห็นได้ชัด และจากโครงสร้างที่ 3 พบว่ามีผลลัพธ์ที่แย่ที่สุดในแต่ละโครงสร้าง

## **การเปลี่ยนแปลงโครโมโซมที่ดีที่สุดของแต่ละ folds**

กราฟจะแสดงแนวโน้มการเปลี่ยนแปลงโครโมโซมที่ดีสุดในโครงสร้างนั้นๆ โดยแสดงเป็นแนวโน้มของแต่ละ fold ว่าโครโมโซมที่ดีที่สุดมีค่า MSE เป็นอย่างไร โดยใช้ชุดข้อมูลทดสอบเป็นข้อมูลในการหาค่าความเหมาะสม(Fitness value)

**รูปที่ 4** แนวโน้มการเปลี่ยนแปลงโครโมโซมที่ดีที่สุดอ้างอิงค่า MSE

จากกราฟจะเห็นได้ว่าโครมที่ดีที่สุดของโครงสร้างที่ 4 มีแนวโน้มให้ค่า MSE ลดลงอย่างต่อเนื่องเป็นอันดับหนึ่ง และมีโครงสร้างที่ 3 มีแนวโน้มลดลงเป็นอันดับ 2 แต่ในทางกลับกันพบว่าโครงสร้างที่ 2 มีโครโมโซมที่ดีที่สุดมีค่า MSE มากที่สุดในแต่ละโครงสร้าง

## **เปอร์เซ็นต์ความถูกต้องโดยเฉลี่ยของทั้ง 10 folds**

นำเสนอในรูปแบบแผนภูมิแท่งโดยเป็นเปอร์เซ็นต์ความถูกต้องในการทดสอบโดยเฉลี่ยทั้ง 10 folds ซึ่งพบว่าโครงสร้างที่ 1 มีเปอร์เซ็นต์ความถูกต้องโดยเฉลี่ยมากที่สุด โดยมีความเป็นยำถึง 70% และอันดับรองลงเป็นโครงสร้างที่ 4 มีความถูกต้องอยู่ที่ 68.67% แต่ในทางกลับกันโครงสร้างที่ 2 และโครงสร้างที่ 3 มีความถูกต้องเพียงแค่ 62% และ 60.5% ตามลำดับ

**รูปที่ 5** แผนภูมิแท่งแสดงเปอร์เซ็นต์ความถูกต้องโดยเฉลี่ย

# สรุปผลการทดลอง

จาการทดลองในหัวข้อที่ 3 จะพบว่า โครงสร้างที่ดีที่สุดที่เป็นอันดับหนึ่งและอันดับสอง คือ โครงสร้างที่ 1 และ โครงสร้างที่ 4 โดยพบว่าผลลัพธ์โดยเฉลี่ยทั้ง 10 folds โครงสร้างที่ 1 จะทำได้ดีกว่า โครงสร้างที่ 4 แต่ถึงอย่างไร ก็เป็นเพียงแค่แนวโน้มของประชากรโครโมโซมทั้งกลุ่ม ซึ่งเป้าหมายในการฝึกสอนด้วยวิธีเชิงพันธุกรรมนั้นจะต้องนำโครมโมโซมที่ดีที่สุดเป็นผลลัพธ์สุดท้ายซึ่งพบว่า เมื่อนำโครมโมโซมที่ดีที่สุดในแต่ละโครงสร้างมาใช้ทดสอบกับข้อมูลทดสอบในทุกๆ folds พบว่า โครงสร้างที่ 4 มีผลลัพธ์เปอร์เซ็นต์ความแม่นยำที่ดีที่สุด ซึ่งแม่นยำถึง 86.4% รองลงมาคือ โครงสร้างที่ 1 มีความแม่นยำ 79.5% และ อันดับสามและอันดับที่สี่ คือโครงสร้าง 2 และ ที่ 3 ตามลำดับ

**รูปที่ 6** แผนภูมิแท่งแสดงเปอร์เซ็นต์ความแม่นยำของโครโมโซมที่ดีที่สุด

# โปรแกรม

ผู้จัดการทำได้การ Preprocessing ในไฟล์ csv. ก่อนทำการนำเข้าเขียนโปรแกรม ซึ่งโปรแกรมที่ในการทดลองมี Source code ดังนี้

1. import numpy as np
2. import random
3. import math
4. from random import randint
5. Input = np.genfromtxt('data/wdbc\_input.csv', delimiter=',')
6. Output = np.genfromtxt('data/wdbc\_output.csv', delimiter=',')
7. def **cross\_validations\_split**(shape,folds):
8. fold\_size = int(shape \* folds/100)
9. k = 0
10. index = []
11. for i in **range**(1,folds+1):
12. if i < folds:
13. index.append([k,i\*fold\_size])
14. else:
15. index.append([k,shape])
16. k = i\*fold\_size
17. return index
18. class **GA**(object):
19. def **\_\_init\_\_**(self, hiddenSize, inputSize, outputSize):
20. *# initiate layers*
21. self.inputSize = inputSize
22. self.outputSize = outputSize
23. self.hiddenSize = hiddenSize
25. layers = [self.inputSize] + self.hiddenSize + [self.outputSize]
26. *# initiate genes*
27. genes = []
28. for i in **range**(**len**(layers)-1):
29. g = np.random.uniform(-2,2,(layers[i], layers[i+1]))
30. genes.append(g)
31. self.genes = genes
32. self.layers = layers
33. def **feedForward**(self, X):
34. Output\_node = X
35. for i, g in **enumerate**(self.genes):
37. v = np.dot(Output\_node, g)
38. Output\_node = self.sigmoid(v)
39. return Output\_node
40. def **sigmoid**(self, s, deriv=False):
41. if (deriv == True):
42. return s \* (1-s)
43. return 1/(1 + np.exp(-s))
44. def **object\_funct**(self, X, Y):
45. self.acc = 0
46. seed = randint(1, 100\*100)
47. np.random.seed(seed)
48. np.random.shuffle(X)
49. np.random.seed(seed)
50. np.random.shuffle(Y)
51. sum\_err = 0
52. for j, **input** in **enumerate**(X):
53. target = Y[j]
54. output = self.feedForward(**input**)
55. if **abs**(output-target) < 0.5:
56. self.acc += 1
57. sum\_err += self.\_mse(target, output)
58. self.fx = 1/math.log(1+sum\_err/**len**(X))
60. return self.fx,self.acc\*100/**len**(X)
61. def **\_mse**(self, target, output):
62. return np.average(**abs**(target - output)\*\*2)
63. class **selection**(object):
64. def **\_\_init\_\_**(self, chromosomes):
65. *# initiate fitness*
66. self.chromosomes = chromosomes
67. self.Max = 1.2
68. self.Min = 2-self.Max
70. *# initiate probability*
71. def **prob**(self):
72. P = []
73. N = **len**(chromosomes)
74. Max = self.Max
75. Min = self.Min
76. for r,\_ in **enumerate**(self.chromosomes):
77. p = (Min + (Max - Min) \* ((r-1)/(N-1)))/N
78. P.append(p)
79. return P
80. def **expect\_values**(self):
81. ni = []
82. P = self.prob()
84. for p in P:
85. ni.append(p\***len**(self.chromosomes))
86. return ni
87. *# Stochastic universal sampling*
88. def **Stochastic\_sampling**(self):
89. ni = self.expect\_values()
90. answers = []
91. index = []
92. ptr = np.random.uniform(0,1,1)[0]
93. sum\_pi = 0
94. for i in **range**(**len**(self.chromosomes)):
95. sum\_pi += ni[i]
96. while sum\_pi > ptr :
97. index.append(i)
98. ptr+=1
99. for i in index:
100. *#print(self.chromosomes[i])*
101. answers.append(self.chromosomes[i][1])
103. return answers
104. def **Crossover\_chromosomes**(mating\_pool,no\_chromosomes):
105. new\_generation = []
106. Hidden,Input,Output = mating\_pool[0].hiddenSize,mating\_pool[0].inputSize,mating\_pool[0].outputSize
108. t = random.randint(int(**len**(mating\_pool)\*0.8), no\_chromosomes)
109. for i in **range**(t):
111. *# random cuple*
112. couple = random.sample(mating\_pool, 2)
113. *# crossover*
114. child = GA(Hidden,Input,Output)
115. for i, g in **enumerate**(child.genes):
116. for j in **range**(g.shape[1]):
117. k = random.randint(0,1)
118. g[:,j] = couple[k].genes[i][:,j].copy()
120. new\_generation.append(child)
121. *# if size of new\_gen != mating\_pool*
122. while **len**(new\_generation) < no\_chromosomes:
123. child = random.choice(mating\_pool)
124. new\_generation.append(child)
125. return new\_generation
126. def **Mutation**(chromosomes):
127. next\_generation = chromosomes.copy()
128. for c in next\_generation:
129. for i, g in **enumerate**(c.genes):
130. for j in **range**(g.shape[1]):
131. k = random.randint(0, 4) *# 25% for mutate*
132. if k == 1: *# is mutate*
133. mutate = np.random.uniform(-1,1,(g.shape[0]))
134. g[:,j] += mutate
136. return next\_generation
137. chromosomes = []
138. no\_generations = 100
139. no\_chromosomes = 100
140. *# initiate chromosomes P(0)*
141. for i in **range**(no\_chromosomes):
142. c = GA([10,5,5,3],Input.shape[1],Output.shape[1])
143. chromosomes.append(c)
145. *# initiate best objective function*
146. best\_chromosome = [float('-inf'),chromosomes[0]]
147. obj\_per\_fold = []
148. best\_per\_fold = []
149. test\_per\_fold = []
150. acc\_per\_fold = []
151. for a,b in cross\_validations\_split(Input.shape[0],10):
152. x\_train = np.concatenate((Input[:a],Input[b+1:]))
153. y\_train = np.concatenate((Output[:a],Output[b+1:]))
154. x\_test = Input[a:b,:]
155. y\_test = Output[a:b]
156. for t in **range**(1,no\_generations+1):
157. *# evaluation objective function*
158. ranks = []
159. mean\_obj = []
160. *# train neural network with GA*
161. for c in chromosomes:
162. fx,\_ = c.object\_funct(x\_train, y\_train)
163. mean\_obj.append(fx)
164. ranks.append([fx,c])
165. if fx > best\_chromosome[0]:
166. **print**("-- update best fitenss ",**round**(fx,6))
167. best\_chromosome[0] = fx
168. best\_chromosome[1] = c
169. *# Linear ranks selection*
170. ranks = **sorted**(ranks, key = lambda x: (x[0]))
171. mating\_pool = selection(ranks).Stochastic\_sampling()
172. *# Crossover*
173. c\_chromosomes = Crossover\_chromosomes(mating\_pool,no\_chromosomes)
174. *# Mutation*
175. new\_generations = Mutation(c\_chromosomes)
176. *# P(t) = P(t+1)*
177. chromosomes = new\_generations.copy()
178. **print**("---- average fitness",t," : ", np.mean(mean\_obj))
180. mean\_test = []
181. acc\_test = []
182. for c in chromosomes:
183. fx,acc = c.object\_funct(x\_test, y\_test)
184. mean\_test.append(fx)
185. acc\_test.append(acc)
186. **print**("\*\* test fitness : ",np.mean(mean\_test))
187. **print**("\*\* aac test fitness : ",np.mean(acc\_test))
188. test\_per\_fold.append(np.mean(mean\_test))
189. acc\_per\_fold.append(np.mean(acc\_test))
190. obj\_per\_fold.append(np.mean(mean\_obj))
191. best\_per\_fold.append(best\_chromosome[0])